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Abstract
Through fusing CRISPR-Cas9 nickases with cytidine or adenine deaminases, a new paradigm-shifting class of genome-editing technology, termed “base editors,” has recently been developed. Base editors mediate highly efficient, targeted single-base conversion without introducing double-stranded breaks. Analysis of base editing outcomes typically relies on imprecise enzymatic mismatch cleavage assays, time-consuming single-colony sequencing, or expensive next-generation deep sequencing. To overcome these limitations, several groups have recently developed computer programs to measure base-editing efficiency from fluorescence-based Sanger sequencing data such as Edit deconvolution by inference of traces in R (EditR), TIDER, and ICE. These approaches have greatly simplified the quantitation of base-editing experiments. However, the current Sanger sequencing tools lack the capability of batch analysis and producing high-quality images for publication. Here, we provide a base editing analysis tool (BEAT) written in Python to analyze and quantify the base-editing events from Sanger sequencing data in a batch manner, which can also produce intuitive, publication-ready base-editing images.

Introduction
Base editing is a new generation of genome-editing technology that directly installs point mutations into cellular DNA or RNA without making double-stranded DNA breaks, requiring a DNA donor template, or relying on cellular homology-directed repair.1–6 DNA base editors use RNA-programmable Cas9 nickases to target specific DNA locus and nucleobase deaminase enzymes to catalyze the conversion of one base to another. By incorporating different DNA deaminases, two classes of DNA base editor have been developed: cytosine base editors (CBEs), converting a C–G base pair into a T–A base pair,2,4–6 and adenine base editors (ABEs), converting an A–T base pair into a G–C base pair.3 Together, the CBEs and ABEs can mediate four possible transition mutations (C to T, A to G, T to C, and G to A).

Several approaches have been used to analyze base editing events, including imprecise enzymatic mismatch cleavage assays (such as Cel-I, T7E1, Surveyor, or Guide-it Resolvase),7–9 Sanger sequencing of polymerase chain reaction (PCR) amplicons from randomly picked bacterial colonies,4,10 and next-generation deep sequencing (NGS) of the target site.5,6,11–13 However, all these approaches have various disadvantages. For example, the enzymatic cleavage assays cannot resolve the positional effect (i.e., at which positions the bases are mutated), as they only detect the presence of a mismatch bubble formed in heteroduplexes of stochastically annealed PCR amplicons.14 While the Sanger sequencing of PCR amplicons from individually picked bacterial colonies and NGS can resolve the details of the base editing events, they are time-consuming, labor-intensive, and expensive.

Recently, several groups developed fast and simple computer programs to analyze the genome-editing events from the fluorescence-based Sanger sequencing data of PCR amplicons using raw samples such as the web tools Tracking of Indels by Decomposition (TIDE), Poly Peak Parser, Edit deconvolution by inference of traces in R (EditR), and BEEP.15–18 These approaches have greatly simplified the analysis of base-editing studies, although Sanger sequencing as a method to quantify base-editing outcomes has its own drawbacks such as an inability to measure and score specific alleles that are
generated from base editing and an inability to detect low-frequency bystander or indel events that occur frequently when using base editors. The current Sanger sequencing tools do not offer the capability of batch analysis, and often they do not allow high-quality image production. Here, we provide a base editing analysis tool (BEAT) written in Python to analyze and quantify the base-editing events from Sanger sequencing data in a batch manner, which can also produce intuitive, publication-ready base-editing images. BEAT is available as a Python script at https://github.com/HanLab-OSU/Beat/, and has been tested under Python 2.7.10 and Python 3.7.1. A stand-alone executable version for Windows 7 is also provided at https://github.com/HanLab-OSU/Beat/.

Materials and Methods

Cell culture and transfection

HEK293 cells (American Type Culture Collection) were cultured in Dulbecco’s modified Eagle's medium (Gibco) supplemented with 10% fetal bovine serum (Gibco), 1% penicillin/streptomycin (Gibco). For transient transfection with base editor and guide RNA constructs, 1 × 10^5 HEK293 cells were seeded per well on six-well plates and transfected with 1 μg gRNA plasmid and 1 μg ABE plasmid using the X-tremeGENE HP DNA Transfection Reagent (Roche) following the manufacturer’s instructions.

Constructs

The single A to G point mutant Ano5 and its WT version, as described previously, were used as standard controls. The base editors pCMV-ABE7.10 (Addgene; plasmid #102919), pCMV_ABEmax (Addgene; plasmid #112095), and pCMV_AncBE4max (Addgene; plasmid #112094) were obtained. The guide sequences were cloned into pLenti-ogRNA_zeo, which was modified from Lenti-sgRNA_zeo backbone (Addgene; plasmid #61427) by using an optimized gRNA scaffold. The gRNAs were designed using CHOPCHOP. The gRNA target sequences used are listed in Table 1.

PCR and Sanger sequencing

Genomic DNA (~ 1 × 10^6 cells) was isolated and precipitated by isopropanol 5 days after transfection. PCR reactions were carried out with 100 ng genomic DNA or 10 ng plasmid DNA in the GoTaq Master Mix (Promega) according to the manufacturer’s instruction. PCR conditions were 5 min at 95°C (1×), followed by 15 s at 95°C, 15 s at 60°C, and 30 s at 72°C (32 cycles). The PCR primers are listed in Table 2. The PCR products were purified using the Wizard SV Gel and PCR Clean-up System (Promega). Purified PCR products (100 ng) were subjected to Sanger sequencing at the Ohio State University Comprehensive Cancer Center Genomics Shared Resource.

BEAT software

BEAT code was written and tested in Python v2.7.10. For analysis of a single sequence file, BEAT requires as input the folder name, the sequence data file name (.ab1), a spacer sequence of the gRNA, the base change position with the spacer, and the change pattern (e.g., A to G mutation as AG). BEAT can also analyze multiple files in a batch manner. In this case, the file directory, file names, spacer sequences, base change positions, and change patterns could be pre-entered into a CSV file, or all sequencing files within a folder can be analyzed altogether if they have the same spacer sequence.

BEAT first aligns the spacer sequence to the base calls of the Sanger sequencing data to determine the position of the spacer. The BEAT program can handle the case when degenerate bases (e.g., R for A or G) are present in base calls, which is particularly common for base-editing experiments. BEAT then estimates the average background noises for each base from the trace data after trimming the first 100 bases and the last 50 bases. To account for the variability in sequencing, the user can manually select the region to calculate the background noises in case the default trimming does not effectively remove low-quality sequencing. Next, the value of every “N” trace peak value under every non-“N” base call (e.g., G peak value under A, C, or G peaks) is compiled to generate a sample of the noise distribution.

Table 1. List of gRNA Sequences Used in This Study

| Site 1     | 5’ GAACACAAGGGCATAGCTGC GGG |
| Site 2     | 5’ GAGTATGAGGCGATAGCTGC AGG |
| Site 5     | 5’ GATGAGATAATGATGAGTCA GGG |

Table 2. List of PCR Primers for the Ano5 Plasmids and gRNA Target Sites

| Ano5 plasmids   | F: 5’ GGATTCATTGTTGTTCCGTGAG | R: 5’ CCTGAGACAAACGTGCAAA |
| Site 1          | F1: 5’ AACCATGTCAGGAGGTCTGTTGTCGTT | R1: 5’ ATCCACAGCAGAACCCTCCTC |
| Site 2          | F: 5’ CAGGGATATCCTGTGAGCTAATGTTG | R2: 5’ CAGGGCACTCCTGCAAACTG |
| Site 3          | F: 5’ CAGGAGTATCCTGTGAGCTAATGTTG | R: 5’ CAGGAGTGTCAGTAGGCTCG |
| Site 4          | F1: 5’ AAGGTTTGGCTTCATCTCC | R1: 5’ CCCTGAGTGTCAGTAGGCTCG |
| Site 5          | F2: 5’ TCTAAACAGGGTAGAGCAGGC | R2: 5’ AGGCTGTTGTCAGTAGGCTCG |
tested several methods, including the z-score, median absolute deviation (MAD), and interquartile ranges (IQR),²⁴ to identify and remove outliers in the noise data, and all produced similar results. By default, we chose the MAD method for outlier identification and removal. After removing the outliers from the noise data, the average noise for each base is then calculated and subtracted from the peak values of each base at each position along the spacer. The percentage of each base at each position is then calculated as the percentage of the background-subtracted peak values of each base over their sum at that position. We found that using the background-subtracted peak values to calculate the percentage of each base yielded similar results as using the peak area as EditR employed. Following the calculation, BEAT then saves the calculated data in a Microsoft Excel file for each sequencing file. It also plots the trace and the table showing the percentage of each base along the spacer, and saves them as a PNG image file.

Statistical analysis
The data are expressed as the mean ± standard error of the mean and were analyzed using GraphPad Prism v5.02 (GraphPad Software). Statistical significance was determined using Student’s t-test for two groups or one-way analysis of variance followed by Bonferroni post hoc tests for multiple groups. A p-value of <0.05 was regarded as significant.

Results
In vitro validation and comparison with EditR
We first tested the sensitivity of BEAT to differentiate PCR amplicons with one defined mutation (A to G) in plasmid DNAs. Plasmids containing wild-type (WT) and mutant intron 6 of the human ANOS5 gene were used as a template to amplify a region surrounding the mutation. The PCR products were gel purified, quantified, mixed with different molar ratios, and subjected to Sanger sequencing. The resulting sequencing data were analyzed by BEAT to determine the percentage of A-containing (WT) and G-containing (mutant) products. With an increasing amount of A products, BEAT faithfully detected an increased percentage of A signal (Fig. 1A). Figure 1B shows the correlation of the expected percentage of WT products and the observed percentage by BEAT, and Figure 1C shows the correlation of the expected percentage of mutant products and the corresponding observed values by BEAT. Clearly, when both A and G products were between 5% and 95%, the observed values were highly correlated with the expected values. For example, when these two products were mixed in an equal molar ratio, ~58% of A products and 42% of G products were identified by the BEAT program. However, when either of these products was out of this range, the detected values deviated significantly from the expected values.

We then compared the performance of BEAT and EditR programs. The detected values by both programs showed a high degree of overlapping (Fig. 1D). They could both detect as low as 5% of G-containing product in the mixture, with this limitation being primarily set by the Sanger sequencing itself.

Application of BEAT to A-to-G edited sequences
We then tested this approach to quantify the editing efficiency of adenine base editors on a pool of HEK293 cells transfected with ABE7.10 plus or minus a gRNA targeting site 2. BEAT determined that 31% of the A in position 5 was converted G in cell samples co-transfected with ABE7.10 and the gRNA (Fig. 2A), while the control sample with only ABE7.10 transfection did not show an appreciable level of base conversion at this position (Fig. 2B).

Previous work demonstrated that genetic codon optimization can boost base-editing efficiency in human cells. We then compared the base-editing efficiency as determined by BEAT in HEK293 cells transfected with codon-optimized ABE7.10 (ABEmax) or regular ABE7.10. Compared to ABE7.10, the ABEmax induced a significantly higher level of A-to-G conversion at position 5 (Fig. 2C and D). Thus, BEAT can be used to quantify the editing efficiencies of different variants of base editors rapidly using Sanger sequencing traces of PCR amplicons.

It has been shown that the ABE editors mutate As at a narrow window, ranging from position 4 to position 8 distal from PAM.³ We then chose two A-enriched sites (sites 1 and 5) for testing. Plotting the A-to-G conversion rates enabled us to analyze the editing window quickly and quantitatively. As shown in Figure 3A, ABEmax mutated the As mainly at positions 5 and 7 for site 1, with little to no effects on As at positions 2, 3, 8, and 9 and the other As proximal to the PAM. Similarly, for site 5, we observed that the ABEmax converted A to G mainly at positions 5 and 7, with lower levels at position 9 and no activities at other As (Fig. 3B). These results are consistent with previous reports that ABEmax primarily converts A to G within a narrow window.³

Impact of the amplification and sequencing primers on the outcomes of BEAT quantification
As the quantification of editing frequencies relies on the amplification of the genomic DNA and Sanger sequencing, the outcomes of quantification may be impacted by the choices of different primers for both amplification
FIG. 1.  *In vitro* validation of a base editing analysis tool (BEAT). Two polymerase chain reaction (PCR) products carrying a single nucleotide difference were mixed at different ratios—1:0, 0.95:0.05, 0.9:0.1, 0.8:0.2, 0.6:0.4, 0.5:0.5, 0.4:0.6, 0.2:0.8, 0.1:0.9, 0.05:0.95, and 0:1—and subjected to Sanger sequencing. The sequencing trace files were analyzed by BEAT. (A) Sample image output of the sequencing data from the BEAT analysis. The percentages on the left indicate the percentage of A-containing products. (B) Correlation between the percentage of detected A-containing products and the percentage of expected A-containing products. (C) Correlation between the percentage of detected G-containing products and the percentage of expected G-containing products. (D) Correlation of A-containing product percentage as determined by BEAT and Edit deconvolution by inference of traces in R (EditR).
and sequencing. To test this, we used two different primer pairs to amplify site 1 and site 5 and to sequence each amplicon using both forward and reverse primers. While no significant difference was found when site 5 was analyzed with four different primers in either the forward or reverse direction (Fig. 4C and D), quantification of site 1 was found to be prone to the direction of primers chosen for sequencing (Fig. 4A and B). Sequencing with the reverse primers tended to yield higher editing frequencies (for both A5 and A7) compared to the forward primers. No significant differences were found between the two forward primers or between the two reverse primers. These results suggest that Sanger sequencing can be affected by the choice of sequencing primer directions.

**Discussion**

In this work, we provide a Python program, BEAT, for rapid analysis and quantification of base-editing efficiency. The robustness of BEAT has been validated using plasmid DNA PCR products and cellular DNA following transfection of base editors. Analysis of Sanger sequencing traces with BEAT offers us a rapid and low-cost...
approach to determine editing efficiency at a certain position, as well as at different positions along the entire targeting sequences. The latter would be very useful for rapid analysis of the editing window for new ABEs or engineered ABE variants to expand or narrow the targeting space. Although we tested ABEs only, the BEAT program should allow analysis of CBE editing events and other targeted genomic DNA modifications such as homology-directed single nucleotide mutations, for which the efficiency can now be improved.

Compared to other available programs such as EditR, BEAT can analyze not only individual sequencing files but also multiple files in a batch manner. Moreover, publication-ready images are generated in addition to the Microsoft Excel file containing the percentage data of all four bases at each position along the target site, which can be used for further quantitative analysis.

Obviously, our program is limited to analyzing the base-editing events with an efficiency at around 5% or above, as Sanger sequencing is unable to distinguish trace amounts of bases at any position reliably. For application to determine rare editing events such as analysis of low-frequency bystander or indel events, alternative approaches such as deep sequencing would be required.

Also, Sanger sequencing of amplicons from pooled samples could not measure or score specific alleles generated from base editing.

As our data showed, quantification of base-editing frequencies using the Sanger sequencing method can be affected by the directions of the sequencing primers at certain site, thus making it unreliable to quantify the absolute editing frequencies. However, for many applications that require only relative quantification of the editing frequencies at the same target sites (e.g., in cases of screening different base-editor variants or determining the editing windows), Sanger sequencing is still the most time- and cost-saving approach.
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